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# Predicting Diabetics in Pima Indians

In this project, we will design and develop a supervised learning model for predicting whether a patient has diabetes or not. Diabetes is a disease that occurs when blood glucose, also called blood sugar, is too high. Blood glucose is the main source of energy and comes from the food we eat. Insulin is a hormone made by the pancreas that allows our body to use sugar (glucose) from carbohydrates in the food that we eat for energy or to store glucose for future use. Insulin helps keeps our blood sugar level from getting too high (hyperglycemia) or too low (hypoglycemia). When our body does not produce enough insulin to convert the glucose, the excess glucose then stays in our blood and doesn’t reach our cells. Over time, having too much glucose in our blood can cause health problems. Although diabetes has no cure, we can take steps to manage our diabetes and stay healthy. In this project, we will develop a machine learning model to predict whether a patient has diabetes or not based on different characteristics such as Blood Pressure, Skin Thickness, Insulin Level, BMI, Plasma Glucose Level and so on. The data set for this project is taken from the National Institute of Diabetes and Digestive and Kidney Diseases. All patients in this data set are females at least 21 years old of Pima Indian heritage. The Pima Indians (or Akimel Oʼodham, also spelled Akimel Oʼotham, “River People”, formerly known as Pima) are a group of Native Americans living in an area consisting of what is now central and southern Arizona. Diabetes is an increasingly prevalent chronic disease characterized by the body’s inability to metabolize glucose. Finding the disease at an early stage helps reduce medical costs and the risk of patients having more complicated health problems. This modeling project will help detect diabetes at early stages and will help us take effective action and to stay healthy.

## Data Source

<https://www.kaggle.com/uciml/pima-indians-diabetes-database> This dataset is originally from the National Institute of Diabetes and Digestive and Kidney Diseases

## Data Dictionary

Pregnancies: Number of times pregnant Glucose: Plasma glucose concentration a 2 hours in an oral glucose tolerance test

Blood Pressure: Diastolic blood pressure (mm Hg)

Skin Thickness: Triceps skin fold thickness (mm) Insulin: 2-Hour serum insulin (mu U/ml) BMI: Body mass index (weight in kg/(height in m)^2)

Diabetes Pedigree Function: A function which scores likelihood of diabetes based on family history Age: Age (years) Outcome: Class variable (0 or 1) 268 of 768 are 1, the others are 0

# Data Summary

# Reading the data  
data <- read.csv(file = "diabetes.csv",header = TRUE,sep = ",")  
summary(data)

## Pregnancies Glucose BloodPressure SkinThickness   
## Min. : 0.000 Min. : 0.0 Min. : 0.00 Min. : 0.00   
## 1st Qu.: 1.000 1st Qu.: 99.0 1st Qu.: 62.00 1st Qu.: 0.00   
## Median : 3.000 Median :117.0 Median : 72.00 Median :23.00   
## Mean : 3.845 Mean :120.9 Mean : 69.11 Mean :20.54   
## 3rd Qu.: 6.000 3rd Qu.:140.2 3rd Qu.: 80.00 3rd Qu.:32.00   
## Max. :17.000 Max. :199.0 Max. :122.00 Max. :99.00   
## Insulin BMI DiabetesPedigreeFunction Age   
## Min. : 0.0 Min. : 0.00 Min. :0.0780 Min. :21.00   
## 1st Qu.: 0.0 1st Qu.:27.30 1st Qu.:0.2437 1st Qu.:24.00   
## Median : 30.5 Median :32.00 Median :0.3725 Median :29.00   
## Mean : 79.8 Mean :31.99 Mean :0.4719 Mean :33.24   
## 3rd Qu.:127.2 3rd Qu.:36.60 3rd Qu.:0.6262 3rd Qu.:41.00   
## Max. :846.0 Max. :67.10 Max. :2.4200 Max. :81.00   
## Outcome   
## Min. :0.000   
## 1st Qu.:0.000   
## Median :0.000   
## Mean :0.349   
## 3rd Qu.:1.000   
## Max. :1.000

nrow(data) # Number of rows in data

## [1] 768

ncol(data) # Number of columns in data

## [1] 9

There are 768 observations (rows) of 9 variables (columns). All the 9 columns are read as numerical and the range of the values in each columns are summarized as given above.

# Exploratory Data Analysis

In the above result we find that the outcome column in data is read as a numerical column but actually the outcome column is a categorical column (consists of 0s and 1s only). We will convert it to a categorical variable.

data$Outcome=as.factor(data$Outcome)  
dataforplot=data  
dataforplot$Outcome = revalue(data$Outcome, c("0"="Not Diabetic", "1"="Diabetic"))

Here the outcome variable 1 indicates that the patient is affected by diabetes and 0 indicates that the patient is not diabetic.

table(dataforplot$Outcome)

##   
## Not Diabetic Diabetic   
## 500 268

Of the 768 patients considered about 200 of them are diabetic. Now let us plot some distributions to get some insights about the data.

### Diabetic Pedigree Function vs Outcome

boxplot(dataforplot$DiabetesPedigreeFunction~Outcome,data=dataforplot, main="DiabetesPedigreeFunction per Age ",  
 xlab="", ylab="DiabetesPedigreeFunction", col="brown")
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### Blood Pressure vs Outcome

boxplot(dataforplot$BloodPressure~Outcome,data=dataforplot, main="Blood Pressure ",  
 xlab="", ylab="Blood Pressure", col="brown")
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### Age vs Outcome

ggplot(dataforplot, aes(fill=dataforplot$Outcome, x=dataforplot$Age)) +   
 geom\_histogram(position="stack", stat="bin", binwidth = 10) +   
 stat\_bin(binwidth=10, geom="text", colour="white", size=3.5, aes(label=..count.., group=dataforplot$Outcome, y=(..count..)), position=position\_stack(vjust=0.5)) +  
 scale\_x\_continuous(name="Age",breaks=seq(0,max(data$Age), 10)) +   
 scale\_y\_continuous(name="Number of Patients") +  
 ggtitle("Number of Patients in Age group") +   
 scale\_fill\_discrete(name = "") +  
 theme(plot.title = element\_text(hjust = 0.5))
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### Glucose vs Outcome

ggplot(dataforplot, aes(fill=dataforplot$Outcome, x=dataforplot$Glucose)) +   
 geom\_histogram(position="stack", stat="bin", binwidth = 20) +   
 stat\_bin(binwidth=20, geom="text", colour="white", size=3.5, aes(label=..count.., group=dataforplot$Outcome, y=(..count..)), position=position\_stack(vjust=0.5)) +  
 scale\_x\_continuous(name="Glucose",breaks=seq(0,max(data$Glucose), 20)) +   
 scale\_y\_continuous(name="Number of Patients") +  
 ggtitle("Glucose Levels") +   
 scale\_fill\_discrete(name = "") +  
 theme(plot.title = element\_text(hjust = 0.5))
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### Correlation matrix and heatmap

cor(dataforplot[,1:8])

## Pregnancies Glucose BloodPressure  
## Pregnancies 1.00000000 0.12945867 0.14128198  
## Glucose 0.12945867 1.00000000 0.15258959  
## BloodPressure 0.14128198 0.15258959 1.00000000  
## SkinThickness -0.08167177 0.05732789 0.20737054  
## Insulin -0.07353461 0.33135711 0.08893338  
## BMI 0.01768309 0.22107107 0.28180529  
## DiabetesPedigreeFunction -0.03352267 0.13733730 0.04126495  
## Age 0.54434123 0.26351432 0.23952795  
## SkinThickness Insulin BMI  
## Pregnancies -0.08167177 -0.07353461 0.01768309  
## Glucose 0.05732789 0.33135711 0.22107107  
## BloodPressure 0.20737054 0.08893338 0.28180529  
## SkinThickness 1.00000000 0.43678257 0.39257320  
## Insulin 0.43678257 1.00000000 0.19785906  
## BMI 0.39257320 0.19785906 1.00000000  
## DiabetesPedigreeFunction 0.18392757 0.18507093 0.14064695  
## Age -0.11397026 -0.04216295 0.03624187  
## DiabetesPedigreeFunction Age  
## Pregnancies -0.03352267 0.54434123  
## Glucose 0.13733730 0.26351432  
## BloodPressure 0.04126495 0.23952795  
## SkinThickness 0.18392757 -0.11397026  
## Insulin 0.18507093 -0.04216295  
## BMI 0.14064695 0.03624187  
## DiabetesPedigreeFunction 1.00000000 0.03356131  
## Age 0.03356131 1.00000000

heatmap(cor(dataforplot[,1:8]),Colv = NA, Rowv = NA, scale="column")
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The correlation matrix and the heat map shows that no two variables are having high correlation. The highest correlation is between Age and Pregnancies (0.54) which is not significant enough (>0.7) to be explored more.

## Modelling

Now let us develop a model to predict if a patient has diabetes or not. For this the first step would be to split the data into train and test data sets.

# 2/3 of the data is used for training and 1/3 is used as testing data set  
index\_train<-sample(768,512)  
train\_set <- data[index\_train, ]  
test\_set <- data[-index\_train, ]

### Logistic Regression Model

We will start off with Logistic Regression. Logistic regression also called a logit model, is used to model dichotomous outcome variables. In the logit model, the log odds of the outcome are modeled as a linear combination of the predictor variables. Logistic regression is conceptually similar to linear regression, where linear regression estimates the target variable. Instead of predicting values, as in the linear regression, logistic regression would estimate the odds of a certain event occurring. Logistic Regression is a supervised parametric learning model. In other words, the data should obey certain assumptions before developing the logistic regression model.

#### Assumptions of Logistic Regression Model

Assumptions of Logistic Regression Model 1. Binary logistic regression requires the dependent variable to be binary and ordinal logistic regression requires the dependent variable to be ordinal. -> Our dependent variable (Outcome) is a binary categorical variable.

1. Logistic regression requires observations to be independent of each other. In other words, the observations should not come from repeated measurements or matched data. -> Each row in the data set is independent of that of the other. Each row represents the data of a patient.
2. Logistic regression requires there to be little or no multi collinearity among the independent variables. This means that the independent variables should not be too highly correlated with each other. -> From the correlation matrix we found that there is not much collinearity between the columns of this data set.
3. Logistic regression assumes the linearity of independent variables and logs odds. although this analysis does not require the dependent and independent variables to be related linearly, it requires that the independent variables are linearly related to the log odds. -> The independent variables are linear with log-odds.
4. Logistic regression typically requires a large sample size. -> In our data set we have 798 observations which are large enough for 8 independent variables.

#### Building the Model

As all the assumptions are satisfied. Let us develop the model

train\_set\_logistic=train\_set  
test\_set\_logistic=test\_set  
logistic\_model <- glm(Outcome ~ ., family = "binomial", data = train\_set\_logistic)  
print(summary(logistic\_model))

##   
## Call:  
## glm(formula = Outcome ~ ., family = "binomial", data = train\_set\_logistic)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.5818 -0.7811 -0.4121 0.8129 2.7344   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -7.862506 0.867444 -9.064 < 2e-16 \*\*\*  
## Pregnancies 0.135091 0.037055 3.646 0.000267 \*\*\*  
## Glucose 0.031188 0.004216 7.398 1.38e-13 \*\*\*  
## BloodPressure -0.015514 0.006209 -2.498 0.012474 \*   
## SkinThickness -0.005805 0.007955 -0.730 0.465533   
## Insulin -0.001451 0.001152 -1.259 0.208000   
## BMI 0.100082 0.018364 5.450 5.04e-08 \*\*\*  
## DiabetesPedigreeFunction 1.007343 0.366837 2.746 0.006032 \*\*   
## Age 0.012095 0.010758 1.124 0.260902   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 676.41 on 511 degrees of freedom  
## Residual deviance: 509.35 on 503 degrees of freedom  
## AIC: 527.35  
##   
## Number of Fisher Scoring iterations: 5

#### Understanding the Results

These were the results obtained for a logistic regression model. The result can be interpreted as follows:

Intercepts, Estimates, Standard Errors and P values.

We have the various columns and their estimate values. The estimate values indicate the slope for the best fit line and each column’s value is multiplied by this slope. Then we have the standard error of the slope for each variable in the model. We also have the z scores associated with each column. The last column is the p value for these z scores. If the p value falls below 0.05(95% interval, then those columns are highlighted using the asterisk (\*) symbol). The first row consists of the intercept which indicates the offset that has to be added to the model equation.

Null and Residual Deviance The null deviance shows how well the response variable is predicted by a model that includes only the intercept (grand mean) whereas residual deviance is the deviance with the inclusion of independent variables. Hence for calculating the null deviance, the degrees of freedom will be 512-1=511 and we have 503 degrees of freedom for residual deviance (503=512-8-1). We subtract 8 as we are having 8 independent variables. Residual is the difference between the actual and predicted value. So lower the residual score better the model.

AIC Akaike’s Information Criterion (AIC) is -2log-likelihood+2k where k is the number of estimated parameters. It is useful for comparing models different models. Lower the AIC better is the performance of the model.

Fisher Scoring Iterations This is the number of iterations to fit the model. The logistic regression uses an iterative maximum likelihood algorithm to fit the data. The Fisher method is the same as fitting a model by iteratively re-weighting the least squares. It indicates the optimal number of iterations. Similar to Linear Regression, the model generates a linear equation using the given estimates and intercepts. Then the values from this equation will be converted into probabilities using the logit function. From the above result we find that Pregnancies, Glucose, Blood Pressure, Diabetes Pedigree Function, MI and Age are significant variables as they have the p values close to 0.05 or less than 0.05. The variable which does not contribute much for the model would be skin thickness.

#### Predicting in train and test data

Now let us try to predict the values in the train and test set using our developed model.

train\_set\_logistic$Prediction <- predict( logistic\_model, newdata = train\_set\_logistic, type = "response" )  
test\_set\_logistic$Prediction <- predict( logistic\_model, newdata = test\_set\_logistic , type = "response" )

The prediction column in both the data sets will now have probability values associated with each row. Now we need to convert this probability scores to whether a patient has diabetes or not using a threshold value.

#### Identifying the correct threshold value

Before setting the threshold let us take a look at the plot below:

# distribution of the prediction score grouped by known outcome  
ggplot(train\_set\_logistic, aes(Prediction, color = as.factor(Outcome) ) ) +   
 geom\_density( size = 1 ) +  
 ggtitle( "Training Set's Predicted Score" )

![](data:image/png;base64,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)

In the above plot We have two curves - red and blue. The red curve indicates the patients who do not have diabetes, and the blue curve shows the patient who has diabetes. The x-axis indicates the prediction probabilities, and the y-axis shows the number of data points. In an ideal situation, we would want the peaks of the two curves to be separated as much as possible. We also find that setting a threshold of 0.5 for the prediction score will not work out. From the graph, we find that the two curves cutoff at 0.3. The other reason why a threshold of 0.5 will not work out is that, in our sample out of the 768 samples, only 268 are affected by diabetes. This is not a 50-50 proportion. In other words, the probability of encountering a diabetic patient is less than that of a non-diabetic patient.

#### ROC Curve

So now, we need to find a proper threshold for our model. The (Receiver Operating Characteristics) ROC curve will now help us to fix the threshold. A receiver operating characteristic curve, or ROC curve, is a graphical plot that illustrates the diagnostic ability of a binary classifier system as its discrimination threshold is varied. The ROC curve is created by plotting the true positive rate (TPR) against the false positive rate (FPR) at various threshold settings. The true-positive rate is also known as sensitivity, recall, or probability of detection in machine learning. The false-positive rate is also known as the probability of false alarm and can be calculated as (1 − specificity). It can also be thought of as a plot of the power as a function of the Type I Error of the decision rule (when the performance is calculated from just a sample of the population, it can be thought of as estimators of these quantities). So let us plot our ROC curve and fix our threshold value. Now let us define some more terms such as TPR, FPR, TNR, FNR, Precision, and Accuracy. Positive (P) : Observation is positive (for example: Diabetic).

Negative (N): Observation is not positive (for example: Not Diabetic).

True Positive (TP): Observation is positive, and is predicted to be positive.

False Negative (FN): Observation is positive, but is predicted negative.

True Negative (TN): Observation is negative, and is predicted to be negative.

False Positive (FP): Observation is negative, but is predicted positive.

Total = TP+TN+FP+FN

Accuracy = (TP+TN)/TP+TN+FP+FN

Sensitivity or Recall or TPR = TP/(TP+FN)

Precision = TP/(TP+FP)

Specificity or TNR = TN/(TN+FP)

F-Measure = (2RecallPrecision)/(Recall+Precision) This is a weighted average of the true positive rate (recall) and precision.

Cohen’s Kappa: This is essentially a measure of how well the classifier performed as compared to how well it would have performed simply by chance.

Now here we have a trade-off, the tradeoff is that we can’t increase both sensitivity and specificity at the same time, and we need to select one of the two. So in our case of predicting diabetes, it is better to increase TPR and compromise on FPR. This is because this model will be used at the preliminary stage to identify if the patient is diabetic or not. So the error of marking a truly diabetic patient as without diabetes would be bad compared to the error of marking a non-diabetic patient. The non-diabetic patient will go through further screening, and he/she will come to know that they do not have diabetes. So we would like to increase sensitivity for this situation and compromise on specificity.

ROCRpred = prediction(train\_set\_logistic$Prediction, train\_set\_logistic$Outcome)  
ROCRperf = performance(ROCRpred, "tpr", "fpr")  
plot(ROCRperf, colorize=TRUE, print.cutoffs.at=seq(0,1,by=0.1), text.adj=c(-0.2,1.7), main="ROC curve")
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The threshold is varied from 0 to 1 and the ROC curve is plotted for the same. An Ideal ROC curve will look like a box. The more the curve extends to the top left corner, the better the model. An ideal model will have the ROC curve as a square and the area under this curve under ideal situation will be 1. For a null model we will have the ROC curve to be a straight line with slope 1 and passing through the origin. The area under the ROC curve for a null model will be 0.5. Our ROC curve has more AUC than 0.5, as a result it performs better than a null model. We should choose the threshold value from this curve such that the ROC curve saturates and shows not much increase in True Positive Rate for decrease in threshold value. So we will choose 0.30 to be our threshold value for our model.

#### Confusion Matrix

train\_set\_logistic$Prediction=ifelse(train\_set\_logistic$Prediction > 0.30,1,0)  
table(train\_set\_logistic$Outcome, train\_set\_logistic$Prediction)

##   
## 0 1  
## 0 210 111  
## 1 32 159

confusionMatrix(as.factor(as.numeric(train\_set\_logistic$Prediction)),as.factor(train\_set\_logistic$Outcome))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 210 32  
## 1 111 159  
##   
## Accuracy : 0.7207   
## 95% CI : (0.6797, 0.7592)  
## No Information Rate : 0.627   
## P-Value [Acc > NIR] : 4.774e-06   
##   
## Kappa : 0.4491   
##   
## Mcnemar's Test P-Value : 6.906e-11   
##   
## Sensitivity : 0.6542   
## Specificity : 0.8325   
## Pos Pred Value : 0.8678   
## Neg Pred Value : 0.5889   
## Prevalence : 0.6270   
## Detection Rate : 0.4102   
## Detection Prevalence : 0.4727   
## Balanced Accuracy : 0.7433   
##   
## 'Positive' Class : 0   
##

For a threshold of 0.3, the model performs well and gives an accuracy of 75.2% on train data. Both the sensitivity and specificity are also high.

test\_set\_logistic$Prediction=ifelse(test\_set\_logistic$Prediction > 0.30,1,0)  
table(test\_set\_logistic$Outcome, test\_set\_logistic$Prediction)

##   
## 0 1  
## 0 139 40  
## 1 18 59

confusionMatrix(as.factor(as.numeric(test\_set\_logistic$Prediction)),as.factor(test\_set\_logistic$Outcome))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 139 18  
## 1 40 59  
##   
## Accuracy : 0.7734   
## 95% CI : (0.7172, 0.8232)  
## No Information Rate : 0.6992   
## P-Value [Acc > NIR] : 0.004965   
##   
## Kappa : 0.5019   
##   
## Mcnemar's Test P-Value : 0.005826   
##   
## Sensitivity : 0.7765   
## Specificity : 0.7662   
## Pos Pred Value : 0.8854   
## Neg Pred Value : 0.5960   
## Prevalence : 0.6992   
## Detection Rate : 0.5430   
## Detection Prevalence : 0.6133   
## Balanced Accuracy : 0.7714   
##   
## 'Positive' Class : 0   
##

The model performs similarly with the test data and has nearly the same accuracy, sensitivity and specificity with that of the train data. This is a good indication that the model is not trying to over fit or under fit the data.

### Decision Tree

Let us proceed to develop our next model, Decision Trees Decision trees are non-parametric models meaning that they don’t have any underlying assumptions about the distribution of data/errors. Hence we don’t have to check for assumption, we can go ahead to develop the model

train\_set\_dt=train\_set  
test\_set\_dt=test\_set  
dt\_model=rpart(Outcome~., data=train\_set\_dt, method = 'class')  
dt\_model\_forplot=rpart(Outcome~., data=train\_set\_dt[,c(1,2,6,8,9)], method = 'class') # for better visualization of the tree.  
summary(dt\_model)

## Call:  
## rpart(formula = Outcome ~ ., data = train\_set\_dt, method = "class")  
## n= 512   
##   
## CP nsplit rel error xerror xstd  
## 1 0.20942408 0 1.0000000 1.0000000 0.05729291  
## 2 0.10471204 1 0.7905759 0.8481675 0.05509639  
## 3 0.02443281 2 0.6858639 0.8376963 0.05491146  
## 4 0.01308901 5 0.6125654 0.8115183 0.05442916  
## 5 0.01000000 13 0.4973822 0.7696335 0.05359654  
##   
## Variable importance  
## Glucose Age BMI   
## 35 15 14   
## BloodPressure Insulin Pregnancies   
## 9 9 8   
## DiabetesPedigreeFunction SkinThickness   
## 5 5   
##   
## Node number 1: 512 observations, complexity param=0.2094241  
## predicted class=0 expected loss=0.3730469 P(node) =1  
## class counts: 321 191  
## probabilities: 0.627 0.373   
## left son=2 (294 obs) right son=3 (218 obs)  
## Primary splits:  
## Glucose < 123.5 to the left, improve=36.315480, (0 missing)  
## BMI < 29.85 to the left, improve=21.949490, (0 missing)  
## Age < 28.5 to the left, improve=20.734060, (0 missing)  
## Pregnancies < 6.5 to the left, improve=10.641320, (0 missing)  
## Insulin < 143 to the left, improve= 9.869195, (0 missing)  
## Surrogate splits:  
## Insulin < 119.5 to the left, agree=0.678, adj=0.243, (0 split)  
## Age < 34.5 to the left, agree=0.627, adj=0.124, (0 split)  
## BloodPressure < 81 to the left, agree=0.617, adj=0.101, (0 split)  
## SkinThickness < 32.5 to the left, agree=0.605, adj=0.073, (0 split)  
## BMI < 39.75 to the left, agree=0.604, adj=0.069, (0 split)  
##   
## Node number 2: 294 observations, complexity param=0.01308901  
## predicted class=0 expected loss=0.2108844 P(node) =0.5742188  
## class counts: 232 62  
## probabilities: 0.789 0.211   
## left son=4 (171 obs) right son=5 (123 obs)  
## Primary splits:  
## Age < 29.5 to the left, improve=8.137603, (0 missing)  
## Pregnancies < 6.5 to the left, improve=7.460597, (0 missing)  
## BMI < 26.45 to the left, improve=7.133960, (0 missing)  
## Glucose < 99.5 to the left, improve=5.730828, (0 missing)  
## DiabetesPedigreeFunction < 0.6345 to the left, improve=3.766837, (0 missing)  
## Surrogate splits:  
## Pregnancies < 4.5 to the left, agree=0.816, adj=0.561, (0 split)  
## BloodPressure < 71 to the left, agree=0.677, adj=0.228, (0 split)  
## SkinThickness < 7.5 to the right, agree=0.646, adj=0.154, (0 split)  
## DiabetesPedigreeFunction < 0.7015 to the left, agree=0.636, adj=0.130, (0 split)  
## Insulin < 9 to the right, agree=0.619, adj=0.089, (0 split)  
##   
## Node number 3: 218 observations, complexity param=0.104712  
## predicted class=1 expected loss=0.4082569 P(node) =0.4257812  
## class counts: 89 129  
## probabilities: 0.408 0.592   
## left son=6 (64 obs) right son=7 (154 obs)  
## Primary splits:  
## BMI < 30.05 to the left, improve=11.143590, (0 missing)  
## Glucose < 166.5 to the left, improve= 8.803337, (0 missing)  
## DiabetesPedigreeFunction < 0.3185 to the left, improve= 5.899872, (0 missing)  
## BloodPressure < 49 to the right, improve= 4.608324, (0 missing)  
## Age < 24.5 to the left, improve= 4.602747, (0 missing)  
## Surrogate splits:  
## Age < 61.5 to the right, agree=0.725, adj=0.062, (0 split)  
## Glucose < 124.5 to the left, agree=0.711, adj=0.016, (0 split)  
##   
## Node number 4: 171 observations  
## predicted class=0 expected loss=0.1111111 P(node) =0.3339844  
## class counts: 152 19  
## probabilities: 0.889 0.111   
##   
## Node number 5: 123 observations, complexity param=0.01308901  
## predicted class=0 expected loss=0.3495935 P(node) =0.2402344  
## class counts: 80 43  
## probabilities: 0.650 0.350   
## left son=10 (22 obs) right son=11 (101 obs)  
## Primary splits:  
## BMI < 26.8 to the left, improve=4.956562, (0 missing)  
## Insulin < 140 to the left, improve=4.239721, (0 missing)  
## DiabetesPedigreeFunction < 0.202 to the left, improve=3.963299, (0 missing)  
## Glucose < 99.5 to the left, improve=3.856708, (0 missing)  
## Age < 56.5 to the right, improve=2.161533, (0 missing)  
##   
## Node number 6: 64 observations, complexity param=0.01308901  
## predicted class=0 expected loss=0.34375 P(node) =0.125  
## class counts: 42 22  
## probabilities: 0.656 0.344   
## left son=12 (38 obs) right son=13 (26 obs)  
## Primary splits:  
## Glucose < 145.5 to the left, improve=3.320344, (0 missing)  
## BMI < 23.2 to the left, improve=2.800926, (0 missing)  
## Age < 26.5 to the left, improve=2.322964, (0 missing)  
## Pregnancies < 2.5 to the left, improve=1.866813, (0 missing)  
## DiabetesPedigreeFunction < 0.3185 to the left, improve=1.672654, (0 missing)  
## Surrogate splits:  
## Pregnancies < 7.5 to the left, agree=0.625, adj=0.077, (0 split)  
## BloodPressure < 52 to the right, agree=0.625, adj=0.077, (0 split)  
## BMI < 29.1 to the left, agree=0.625, adj=0.077, (0 split)  
## DiabetesPedigreeFunction < 0.14 to the right, agree=0.609, adj=0.038, (0 split)  
##   
## Node number 7: 154 observations, complexity param=0.02443281  
## predicted class=1 expected loss=0.3051948 P(node) =0.3007812  
## class counts: 47 107  
## probabilities: 0.305 0.695   
## left son=14 (108 obs) right son=15 (46 obs)  
## Primary splits:  
## Glucose < 165.5 to the left, improve=4.006535, (0 missing)  
## BloodPressure < 56 to the right, improve=3.095861, (0 missing)  
## Age < 28.5 to the left, improve=2.944012, (0 missing)  
## DiabetesPedigreeFunction < 0.429 to the left, improve=2.575238, (0 missing)  
## SkinThickness < 6.5 to the right, improve=2.464999, (0 missing)  
## Surrogate splits:  
## DiabetesPedigreeFunction < 1.3925 to the left, agree=0.727, adj=0.087, (0 split)  
## SkinThickness < 59.5 to the left, agree=0.714, adj=0.043, (0 split)  
## Insulin < 389.5 to the left, agree=0.708, adj=0.022, (0 split)  
## Age < 56 to the left, agree=0.708, adj=0.022, (0 split)  
##   
## Node number 10: 22 observations  
## predicted class=0 expected loss=0.04545455 P(node) =0.04296875  
## class counts: 21 1  
## probabilities: 0.955 0.045   
##   
## Node number 11: 101 observations, complexity param=0.01308901  
## predicted class=0 expected loss=0.4158416 P(node) =0.1972656  
## class counts: 59 42  
## probabilities: 0.584 0.416   
## left son=22 (37 obs) right son=23 (64 obs)  
## Primary splits:  
## Glucose < 99.5 to the left, improve=4.653766, (0 missing)  
## DiabetesPedigreeFunction < 0.2 to the left, improve=3.855842, (0 missing)  
## Insulin < 140 to the left, improve=2.756054, (0 missing)  
## BMI < 38.95 to the left, improve=1.670378, (0 missing)  
## SkinThickness < 37.5 to the right, improve=1.430511, (0 missing)  
## Surrogate splits:  
## DiabetesPedigreeFunction < 0.109 to the left, agree=0.653, adj=0.054, (0 split)  
##   
## Node number 12: 38 observations  
## predicted class=0 expected loss=0.2105263 P(node) =0.07421875  
## class counts: 30 8  
## probabilities: 0.789 0.211   
##   
## Node number 13: 26 observations, complexity param=0.01308901  
## predicted class=1 expected loss=0.4615385 P(node) =0.05078125  
## class counts: 12 14  
## probabilities: 0.462 0.538   
## left son=26 (15 obs) right son=27 (11 obs)  
## Primary splits:  
## Insulin < 14.5 to the left, improve=1.3594410, (0 missing)  
## Glucose < 166.5 to the left, improve=0.8480769, (0 missing)  
## SkinThickness < 16.5 to the left, improve=0.8480769, (0 missing)  
## Age < 41 to the left, improve=0.7326007, (0 missing)  
## BloodPressure < 74.5 to the right, improve=0.6230769, (0 missing)  
## Surrogate splits:  
## SkinThickness < 7 to the left, agree=0.962, adj=0.909, (0 split)  
## BloodPressure < 74.5 to the right, agree=0.731, adj=0.364, (0 split)  
## Pregnancies < 1.5 to the right, agree=0.692, adj=0.273, (0 split)  
## DiabetesPedigreeFunction < 0.315 to the left, agree=0.692, adj=0.273, (0 split)  
## BMI < 24.95 to the left, agree=0.615, adj=0.091, (0 split)  
##   
## Node number 14: 108 observations, complexity param=0.02443281  
## predicted class=1 expected loss=0.3796296 P(node) =0.2109375  
## class counts: 41 67  
## probabilities: 0.380 0.620   
## left son=28 (45 obs) right son=29 (63 obs)  
## Primary splits:  
## Age < 30.5 to the left, improve=6.057672, (0 missing)  
## SkinThickness < 6.5 to the right, improve=3.703704, (0 missing)  
## BloodPressure < 56 to the right, improve=3.530164, (0 missing)  
## Insulin < 329 to the right, improve=2.370370, (0 missing)  
## DiabetesPedigreeFunction < 0.429 to the left, improve=2.240741, (0 missing)  
## Surrogate splits:  
## Pregnancies < 4.5 to the left, agree=0.806, adj=0.533, (0 split)  
## BloodPressure < 71 to the left, agree=0.667, adj=0.200, (0 split)  
## Insulin < 188 to the right, agree=0.657, adj=0.178, (0 split)  
## Glucose < 128.5 to the left, agree=0.611, adj=0.067, (0 split)  
## SkinThickness < 37.5 to the right, agree=0.611, adj=0.067, (0 split)  
##   
## Node number 15: 46 observations  
## predicted class=1 expected loss=0.1304348 P(node) =0.08984375  
## class counts: 6 40  
## probabilities: 0.130 0.870   
##   
## Node number 22: 37 observations  
## predicted class=0 expected loss=0.2162162 P(node) =0.07226562  
## class counts: 29 8  
## probabilities: 0.784 0.216   
##   
## Node number 23: 64 observations, complexity param=0.01308901  
## predicted class=1 expected loss=0.46875 P(node) =0.125  
## class counts: 30 34  
## probabilities: 0.469 0.531   
## left son=46 (8 obs) right son=47 (56 obs)  
## Primary splits:  
## DiabetesPedigreeFunction < 0.2 to the left, improve=3.0178570, (0 missing)  
## Pregnancies < 6.5 to the left, improve=2.7779030, (0 missing)  
## SkinThickness < 41.5 to the right, improve=2.0002530, (0 missing)  
## Age < 53.5 to the right, improve=0.9476817, (0 missing)  
## BloodPressure < 67 to the right, improve=0.8463424, (0 missing)  
##   
## Node number 26: 15 observations  
## predicted class=0 expected loss=0.4 P(node) =0.02929688  
## class counts: 9 6  
## probabilities: 0.600 0.400   
##   
## Node number 27: 11 observations  
## predicted class=1 expected loss=0.2727273 P(node) =0.02148438  
## class counts: 3 8  
## probabilities: 0.273 0.727   
##   
## Node number 28: 45 observations, complexity param=0.02443281  
## predicted class=0 expected loss=0.4222222 P(node) =0.08789062  
## class counts: 26 19  
## probabilities: 0.578 0.422   
## left son=56 (36 obs) right son=57 (9 obs)  
## Primary splits:  
## BloodPressure < 61 to the right, improve=4.900000, (0 missing)  
## Insulin < 252.5 to the right, improve=4.011111, (0 missing)  
## DiabetesPedigreeFunction < 0.3195 to the left, improve=1.757399, (0 missing)  
## SkinThickness < 20 to the right, improve=1.364209, (0 missing)  
## Glucose < 146.5 to the right, improve=1.340171, (0 missing)  
##   
## Node number 29: 63 observations  
## predicted class=1 expected loss=0.2380952 P(node) =0.1230469  
## class counts: 15 48  
## probabilities: 0.238 0.762   
##   
## Node number 46: 8 observations  
## predicted class=0 expected loss=0.125 P(node) =0.015625  
## class counts: 7 1  
## probabilities: 0.875 0.125   
##   
## Node number 47: 56 observations, complexity param=0.01308901  
## predicted class=1 expected loss=0.4107143 P(node) =0.109375  
## class counts: 23 33  
## probabilities: 0.411 0.589   
## left son=94 (32 obs) right son=95 (24 obs)  
## Primary splits:  
## Pregnancies < 6.5 to the left, improve=2.1696430, (0 missing)  
## SkinThickness < 41.5 to the right, improve=1.4744900, (0 missing)  
## BloodPressure < 67 to the right, improve=0.7889610, (0 missing)  
## Glucose < 116 to the right, improve=0.6878367, (0 missing)  
## Insulin < 37.5 to the right, improve=0.6696429, (0 missing)  
## Surrogate splits:  
## Glucose < 101.5 to the right, agree=0.625, adj=0.125, (0 split)  
## SkinThickness < 30.5 to the left, agree=0.625, adj=0.125, (0 split)  
## BMI < 31.6 to the right, agree=0.607, adj=0.083, (0 split)  
## BloodPressure < 59 to the right, agree=0.589, adj=0.042, (0 split)  
## Insulin < 107.5 to the right, agree=0.589, adj=0.042, (0 split)  
##   
## Node number 56: 36 observations  
## predicted class=0 expected loss=0.3055556 P(node) =0.0703125  
## class counts: 25 11  
## probabilities: 0.694 0.306   
##   
## Node number 57: 9 observations  
## predicted class=1 expected loss=0.1111111 P(node) =0.01757812  
## class counts: 1 8  
## probabilities: 0.111 0.889   
##   
## Node number 94: 32 observations, complexity param=0.01308901  
## predicted class=0 expected loss=0.46875 P(node) =0.0625  
## class counts: 17 15  
## probabilities: 0.531 0.469   
## left son=188 (17 obs) right son=189 (15 obs)  
## Primary splits:  
## DiabetesPedigreeFunction < 0.423 to the right, improve=2.2120100, (0 missing)  
## Age < 34.5 to the left, improve=1.1358810, (0 missing)  
## Glucose < 120.5 to the left, improve=1.0803570, (0 missing)  
## SkinThickness < 25 to the right, improve=1.0355390, (0 missing)  
## Insulin < 170.5 to the right, improve=0.6003571, (0 missing)  
## Surrogate splits:  
## SkinThickness < 7.5 to the right, agree=0.688, adj=0.333, (0 split)  
## Insulin < 85.5 to the right, agree=0.688, adj=0.333, (0 split)  
## Age < 34.5 to the left, agree=0.688, adj=0.333, (0 split)  
## BloodPressure < 71 to the left, agree=0.625, adj=0.200, (0 split)  
## Glucose < 107.5 to the left, agree=0.594, adj=0.133, (0 split)  
##   
## Node number 95: 24 observations  
## predicted class=1 expected loss=0.25 P(node) =0.046875  
## class counts: 6 18  
## probabilities: 0.250 0.750   
##   
## Node number 188: 17 observations  
## predicted class=0 expected loss=0.2941176 P(node) =0.03320312  
## class counts: 12 5  
## probabilities: 0.706 0.294   
##   
## Node number 189: 15 observations  
## predicted class=1 expected loss=0.3333333 P(node) =0.02929688  
## class counts: 5 10  
## probabilities: 0.333 0.667

rpart.plot(dt\_model\_forplot, cex=0.5)

## Warning: Bad 'data' field in model 'call' (expected a data.frame or a matrix).  
## To silence this warning:  
## Call rpart.plot with roundint=FALSE,  
## or rebuild the rpart model with model=TRUE.

![](data:image/png;base64,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)

We were also able to plot the tree by selecting very limited number of columns for better visualization. We can see the splits at each level and the number of elements considered at each level. This model is very easy to develop and understand.

train\_set\_dt$Prediction <- predict( dt\_model, newdata = train\_set\_dt, type = "class" )  
test\_set\_dt$Prediction <- predict( dt\_model, newdata = test\_set\_dt , type = "class" )

#### Performance of the Model

Now let us analyze the accuracy and other parameters of the decision tree model.

table(train\_set\_dt$Outcome, train\_set\_dt$Prediction)

##   
## 0 1  
## 0 285 36  
## 1 59 132

confusionMatrix(as.factor((train\_set\_dt$Prediction)),as.factor(train\_set\_dt$Outcome))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 285 59  
## 1 36 132  
##   
## Accuracy : 0.8145   
## 95% CI : (0.778, 0.8472)  
## No Information Rate : 0.627   
## P-Value [Acc > NIR] : <2e-16   
##   
## Kappa : 0.5934   
##   
## Mcnemar's Test P-Value : 0.024   
##   
## Sensitivity : 0.8879   
## Specificity : 0.6911   
## Pos Pred Value : 0.8285   
## Neg Pred Value : 0.7857   
## Prevalence : 0.6270   
## Detection Rate : 0.5566   
## Detection Prevalence : 0.6719   
## Balanced Accuracy : 0.7895   
##   
## 'Positive' Class : 0   
##

table(test\_set\_dt$Outcome, test\_set\_dt$Prediction)

##   
## 0 1  
## 0 158 21  
## 1 31 46

confusionMatrix(as.factor((test\_set\_dt$Prediction)),as.factor(test\_set\_dt$Outcome))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 158 31  
## 1 21 46  
##   
## Accuracy : 0.7969   
## 95% CI : (0.7423, 0.8444)  
## No Information Rate : 0.6992   
## P-Value [Acc > NIR] : 0.0002773   
##   
## Kappa : 0.4985   
##   
## Mcnemar's Test P-Value : 0.2120034   
##   
## Sensitivity : 0.8827   
## Specificity : 0.5974   
## Pos Pred Value : 0.8360   
## Neg Pred Value : 0.6866   
## Prevalence : 0.6992   
## Detection Rate : 0.6172   
## Detection Prevalence : 0.7383   
## Balanced Accuracy : 0.7400   
##   
## 'Positive' Class : 0   
##

From the above result, we observe that the decision tree gives an accuracy of about 90% on train data and 70% on test data. This is because the decision tree has over fit itself to the train data and hence the accuracy drops in test data. Even though the accuracy is less, the decision tree shows a very high sensitivity on test data.

### Random Forest

Let us move on to develop the Random Forest model. Random Forest is one such very powerful ensemble machine learning algorithm which works by creating multiple decision trees and then combining the output generated by each of the decision trees. The random forest algorithm works by aggregating the predictions made by multiple decision trees of varying depth. Every decision tree in the forest is trained on a subset of the dataset called the bootstrapped dataset.

train\_set\_rf=train\_set  
test\_set\_rf=test\_set  
rf\_model=randomForest(Outcome~., data=train\_set\_rf, ntree = 300, mtry = 6, importance = TRUE, OOB = TRUE)  
print(rf\_model)

##   
## Call:  
## randomForest(formula = Outcome ~ ., data = train\_set\_rf, ntree = 300, mtry = 6, importance = TRUE, OOB = TRUE)   
## Type of random forest: classification  
## Number of trees: 300  
## No. of variables tried at each split: 6  
##   
## OOB estimate of error rate: 26.95%  
## Confusion matrix:  
## 0 1 class.error  
## 0 257 64 0.1993769  
## 1 74 117 0.3874346

The portion of samples that were left out during the construction of each decision tree in the forest are referred to as the Out-Of-Bag (OOB) dataset.

Let us predict the results for train and test data using the random forest model

train\_set\_rf$Prediction <- predict( rf\_model, newdata = train\_set\_rf, type = "class" )  
test\_set\_rf$Prediction <- predict( rf\_model, newdata = test\_set\_rf , type = "class" )

Let us calculate the various parameters of the confusion matrix

table(train\_set\_rf$Outcome, train\_set\_rf$Prediction)

##   
## 0 1  
## 0 321 0  
## 1 0 191

confusionMatrix(as.factor((train\_set\_rf$Prediction)),as.factor(train\_set\_rf$Outcome))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 321 0  
## 1 0 191  
##   
## Accuracy : 1   
## 95% CI : (0.9928, 1)  
## No Information Rate : 0.627   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 1   
##   
## Mcnemar's Test P-Value : NA   
##   
## Sensitivity : 1.000   
## Specificity : 1.000   
## Pos Pred Value : 1.000   
## Neg Pred Value : 1.000   
## Prevalence : 0.627   
## Detection Rate : 0.627   
## Detection Prevalence : 0.627   
## Balanced Accuracy : 1.000   
##   
## 'Positive' Class : 0   
##

table(test\_set\_rf$Outcome, test\_set\_rf$Prediction)

##   
## 0 1  
## 0 156 23  
## 1 30 47

confusionMatrix(as.factor((test\_set\_rf$Prediction)),as.factor(test\_set\_rf$Outcome))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 156 30  
## 1 23 47  
##   
## Accuracy : 0.793   
## 95% CI : (0.7381, 0.8409)  
## No Information Rate : 0.6992   
## P-Value [Acc > NIR] : 0.0004738   
##   
## Kappa : 0.4947   
##   
## Mcnemar's Test P-Value : 0.4098467   
##   
## Sensitivity : 0.8715   
## Specificity : 0.6104   
## Pos Pred Value : 0.8387   
## Neg Pred Value : 0.6714   
## Prevalence : 0.6992   
## Detection Rate : 0.6094   
## Detection Prevalence : 0.7266   
## Balanced Accuracy : 0.7409   
##   
## 'Positive' Class : 0   
##

We observe that the random forest performs really well with the train data set and nearly shows a 100% accuracy on the train data but it failed to perform that well in the test data and gave an accuracy of 77% but it is still better than the accuracies of decision tree and logistic regression models. We can call this model also overfitting as the accuracy in test is not as good as in train data set.

### Comparison of different models

All the 3 models have nearly the same accuracy. Of the 3 models, Random Forest performs well gives the highest accuracy for the given data. So we can tune the random forest model to perform well and use it to predict whether a Pima Indian Patient has diabetics or not.

## Future Work

We can improve these models by adding extra features and fine tuning them. For example, the logistic regression model can be improved by choosing a better threshold value. This can be done by evaluating a cost function for various threshold values. The decision tree model could have been pruned to avoid overfitting. The hyper parameters of Random forest could also be tuned to increase the overall accuracy of the model. Apart from the 3 model we could have tried other advanced models such as Ada Boosting trees, Gradient Boosting in Random forest, Deep Learning and Neural Network models. We could also improve the training of all models by using k-fold cross validation. One more option to improve the model would be to add more external features that can be related to diabetes in Pima Indians and we could also take a larger sample to improve the quality of our models.
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